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Abstract

Numerous tools for documenting code design exist. Each
of these proposes different techniques and attempts to deal
with different aspects regarding code design documenta-
tion. Though this abundance of tools and techniques is a
clear sign of the importance of such kind of tools in real
life software implementation, it also creates confusion when
trying to decide which one best suites the specific needs of
a project. Adding to this confusion is the fact that different
tools often use a different terminology for similar problems.
Furthermore, the support offered by most of these tools is
limited, since it is often based either on verifiable documen-
tation that is not highly customizable, or customizable doc-
umentation that cannot easily be verified. This paper takes
initial steps in the direction of establishing a common vo-
cabulary for describing code design documentation tools,
and highlights the features that a verifiable and highly cus-
tomizable tool should provide in order to satisfy most of the
code design documentation requirements present in the im-
plementation of complex software systems.

1 Introduction

Appropriate documentation of the program design of
complex software systems is crucial for its late maintenance
and evolution. However, in order for this type of documen-
tation to be truly useful, it must be verifiable so that it can be
used to test the quality of software, it should minimize du-
plication and scattering of documentation artifacts, it should
be malleable enough for describing different kinds of imple-
mentation details, it should avoid repetitive and error prone
activities as much as possible.

There exists a large number of code design documenta-
tion tools and techniques that attempt to cope with subsets
of these ideal properties, ranging from very sophisticated
tools relying on advanced code querying techniques and
meta-programming as a mechanisms for defining and veri-
fying constraints over source code elements, to very simple

ones that just describe ways of writing code design docu-
mentation in a textual representation and a mechanism for
exporting this documentation to a human-readable format.

This work describes an initial taxonomy of the most rele-
vant features of these tools, trying to center our attention on
the concepts used by the most sophisticated tools, but with-
out ignoring completely the conceptually simple ones, since
even those occasionally describe a feature that is not taken
into account by the more complete ones. Our second goal is
to build a common vocabulary for describing all these fea-
tures, providing in this way basis for further discussion. We
have structured this paper as follows: Section 2 explains our
proposed taxonomy, section 3 describes how sixteen docu-
mentation tools were classified according to this taxonomy,
and section 4 mentions our conclusions and future work.

2 Towards a taxonomy of code documenta-
tion tools

We intensionally focused this work on features
of implementation-level program-design documentation'
tools. Therefore, we excluded from our study features re-
lated to reverse engineering activities that, although asso-
ciated with documentation tasks, would force us to deviate
the discussion to other phases of the development life cycle
(i.e., analysis and design) that are out of the scope of this
paper (i.e., implementation).

With this focus in mind, our study and comparison of
different program documentation tools allowed us to clas-
sify these tools according to different documentation di-
mensions, each of which will be discussed in more detail
in the remainder of this section. A list of all the found di-
mensions and the researched tools is shown in the appendix
A.

Ireferred as just documentation in the rest of this paper



2.1 Documentation retrieval

This dimension describes how documentation is re-
trieved. At a very high level, we found that all tools we
examined produce the documentation by either extracting
it from an already documented system or by attempting to
generate new documentation. We can thus distinguish:

Extracted documentation: Existing documentation is ex-
tracted from code already documented (e.g., a legacy
system), and usually formatted in a human readable
format (e.g., [23], [2], [20])

Generated documentation: Newly generated documenta-
tion is added to the source code.

The latter category, generated documentation tech-
niques, can be further decomposed:

Mined documentation: New documentation is mined
from the code with little manual intervention (e.g.,
[22]). However this generated documentation is often
incomplete.

Library oriented documentation: A reusable library of
documentation patterns is applied over different pieces
of software [11]. Typically this documentation library
covers implementation design patterns or bad smells
in code that are applicable across different software

projects (e.g., [4], [1], [18]).

Manual documentation: The documentation is written
from scratch. No mining nor documentation libraries
are present.

2.2 Documentation kind

Whereas the previous dimension focused on how to doc-
ument, this dimension focusses on what possible artifacts
can be documented. We distinguish:

Structural documentation [16]: The documentation de-
scribes structural and static relationships in the pro-
gram (e.g., [13], [18], [19]).

Behavioral documentation [16]: The documentation de-
scribes the behavior of the application (e.g., [12], [13]).

Evolutionary documentation [6]: Documents the evolu-
tion of software artifacts or concepts. Note that this
dimension is somewhat orthogonal to the previous two
since we could document the evolution of structural,
behavioral or both kind of documentations. However,
this dimension focusses on different aspects of the evo-
lution history of source code elements, rather than be-
ing fixed to one single version of the code (e.g., [17]).

2.3 Declarative properties

This dimension describes how declaratively and modu-
larized the documentation can be expressed. At a high level
we can classify this dimension in:

Extensional documentation [8] techniques document dif-
ferent software artifacts separately, even if they all
share common properties that could be documented
together (e.g., If all the factory methods should be-
gin with the word ‘factory’, and extensional documen-
tation technique would force us to find every factory
method and document this constraint there).

Intensional documentation [15] techniques provide
mechanisms for declaratively documenting common
properties of a set of software artifacts. (e.g., using
an intensional documentation technique we could
declaratively say with one single rule that every
method belonging to the concept of a factory method,
should begin with ‘factory’). This technique, in
addition of being more concise and less error prone,
has the additional advantage that the documentation
of conceptually equivalent objects is modularized in
one single place, instead of being scattered through
and tangled with the program code. We found that
most of the researched tools implementing support
for intensional documentation, provide some kind
of source code querying facility, that allow the
declarative assertion of constraints and properties over
distinct source code elements.

Intensional documentation techniques can be further
classified by the type of source code querying mechanism
they offer:

Predefined intensions: Where the intensions are selected
from a library of predefined intensional predicates
(e.g., [171, [101, [7D).

Customizable intensions: Where the intensions are user-
customizable and highly adaptable, usually with the
use of a declarative meta-programming language (e.g.,
[14]). Evidently, neither of these categories are mu-
tually exclusive and a simple documentation tool may
provide support for all the above (e.g., [13], [18]).

2.4 Documentation verification

This dimension describes how documentation can be
verified in source code. We will call any documentation
that can be verified active documentation. In the case of
tools that provide no support for verifying the documenta-
tion we talk about passive documentation (e.g., [23], [2],
[20]). In the rest of this section we propose further classifi-
cation dimensions for active documentation.



2.4.1 Verification automatization

Manual verification: When documentation can be
checked upon explicit request by a user (e.g., [21], [3],
[4D.

Automatic verification: When documentation is automat-
ically verified -and sometimes enforced- according
to some policies. Typically, the verification occurs
when an inconsistency between the documentation and
the source code is detected (e.g., [10], [12]). How-
ever, other types of check policies could be foreseen
(e.g., permanent checks in background, checks at spe-
cific points in time, checks whenever something has
changed, etc).

2.4.2 Static and dynamic verification [5]

Static verification: The source code is verified statically,
i.e., without executing it (e.g., [9] [1]).

Dynamic verification: The documentation is verified dur-
ing the execution of the code (e.g., [12] ).

Note that these two properties are complementary, since
not all the implementation artifacts can be fully statically
verified, nor can all of them can be dynamically verified.

2.4.3 Verification aim

Symptomatic verification: Shows where the documenta-
tion is not consistent with the source code (e.g., [13]).

Diagnostic verification: Evaluates the inconsistency be-
tween documentation and code, and determines the
cause of the problem (e.g., [7], [1], [12]).

Corrective verification: Attempts to (semi-)automatically
solve the detected inconsistencies (e.g., [10]).

Note that if a tool supports corrective verification, this
implies that it support diagnostic verification as well (since
no correction could be done if the cause of the problem has
not been diagnosed before). In a similar way, if a tool sup-
ports diagnostic verification, this implies that it also sup-
ports symptomatic verification (since diagnosis cannot be
done if the problem is not known).

2.5 Documentation quality measuring

This dimension is about evaluating the quality of the doc-
umentation itself. It is most of the time present in docu-
mentation tools as a quantitive property (e.g., [21], [1] ).
The main measure of quality is the average or the propor-
tion of source code artifacts that are documented in the sys-
tem. Evidently, other documentation quality measures may
be supported as well.

Though we think that this dimension can be classified in
customizable quality measuring and non customizable qual-
ity measuring, we have classified the tools we researched
only as customizable or non-customizable tools. We took
this decision since very few tools provided quality measur-
ing support, and from the ones which did, they all offered
customizable quality measuring.

2.6 Independence of implementation lan-
guage

This dimension is about the flexibility offered by the doc-
umentation tool for being used with more than one imple-
mentation language. We can further classify this dimension
in:

Single language: The documentation targets just one pro-
gramming language (e.g., [7], [20]).

Single paradigm: The documentation targets one object
paradigm and a subset of languages written in this
paradigm (e.g., [13]).

Language and paradigm independent: The documenta-
tion targets multiple paradigms and languages (e.g.,

[2D).
3 Applying our taxonomy to real tools

Appendix 4 shows how different documentation tools
were described according to the documentation dimensions
we found. Although space limitations prohibit us to discuss
this table in detail here, we do highlight some of the main
conclusions drawn from analyzing it.

- Almost no tool exists that provides support for certain
features, such as measuring the quality of the docu-
mentation, proactive verification techniques, and dy-
namic verification techniques.

- Conversely, other dimensions, such as the use of
reusable documentation and symptomatic and reusable
verification, show a high density of tools that support
them.

- Furthermore, we observed that some dimensions are
present in almost all the tools studied, such as struc-
tural and behavioral documentation, and that the tools
we studied that were more close to include all proper-
ties are SemmleCode [18], KlocWork [10], NDepend
[19] and IntensiVE [14].

- Finally, from the tools that were more close to include
most of the properties discussed here, we discovered
that all of them make use of a code querying language



as a mechanism for the declarative documentation of
source code artifacts. That fact triggered the obser-
vation that the use of a sophisticated query language
for a documentation tool, in fact guarantee the support
for other documentation features. For example, ex-
tracted documentation is easily supported, since most
of the times the textual documentation that has to be
extracted from code, is represented by special tags or
comments (e.g., Java Doclets [20]) that can be eas-
ily queried, examined and formatted with an appropri-
ated query language. Also, extensional documentation
is automatically supported, since we can consider the
declarative documentation of source code artifacts ref-
erenced by a query that returns exactly one artifact, as
an extensional strategy.

4 Conclusions and Future Work

In this paper we have presented an initial taxonomy of
different properties of documentation tools.

We have defined with this an initial common vocabulary
for describing this kind of tools, as well as found which are
the properties more common or infrequent and highlighted
some interesting relationships among these properties. We
discovered also that even the most sophisticated tools do
not offer all the features we explored. Taking this into ac-
count, as part of our future work we will attempt to give
an additional step towards the development of a complete
documentation tool. We think that the obvious choice for
this objective is extending the IntensiVE tool suite, since
it already provides most of the properties discussed and it
is an open source project that allows complete access to its
source code. In order to do this, we will look for mech-
anisms to provide in IntensiVE support for documentation
quality measuring, proactive and retroactive documentation,
dynamic documentation support, diagnostic and corrective
verification, and support for evolutionary documentation.
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imensions

In this appendix we list all the documentation dimen-

sions we found in our research, as well as the classified pro-
gramming design documentation tools. These dimensions

Comparing documentation tools and docu-
and tools are showed in table 1.
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